**Assignment- 9 & 10 for Spring**

**Subject: CSW2 (CSE 2141)**

**Name: Arpit Kumar Mohanty**

**Registration Number: 2341013237**

**Section: 23412G1**

**Branch: CSE**

**Q1. Create a Student class with private fields name, rollno, and email. Include getter and setter methods for all fields and a display() method to print the student's details (name, rollno, and email). Use appropriate naming conventions for the class and methods. Configure the Student beans using a Spring configuration file (applicationContext.xml ). Use setter injection to assign appropriate values for the name, rollno, and email properties for two different student beans. Write a Main class that loads the Spring application context from the XML file, retrieves both Student beans, and demonstrates their usage by printing their details using the display() method or through direct access via getters. Ensure proper package structure and naming conventions. Note: Include Java classes, configuration file, and main application with proper naming conventions.**

Code with Output:

package com.example.student;

public class Student { private String name; private int rollno; private String email;

public String getName() { return name;

}

public int getRollno() { return rollno;

}

public String getEmail() { return email;

}

public void setName(String name) { this.name = name;

}

public void setRollno(int rollno) { this.rollno = rollno;

}

public void setEmail(String email) { this.email = email;

}

public void display() { System.out.println("Student Details:"); System.out.println("Name: " + name); System.out.println("Roll No: " + rollno); System.out.println("Email: " + email);

System.out.println(" ");

}

}

ApplicationContext.xml

<?xml version="1.0" encoding="UTF-8"?>

<beans xmln[s="http://www.springframework.org/schema/beans"](http://www.springframework.org/schema/beans) xmlns:xs[i="http://www.w3.org/2001/XMLSchema-instance"](http://www.w3.org/2001/XMLSchema-instance) xsi:schemaLocat[ion="http://www.springframework.org/schema/beans](http://www.springframework.org/schema/beans)

<http://www.springframework.org/schema/beans/spring->

beans.xsd">

<!-- Bean for Student 1 -->

<bean id="student1" class="com.example.student.Student">

<property name="name" value="Alice Johnson"/>

<property name="rollno" value="101"/>

<property name="email" value=["alice@example.com](mailto:alice@example.com)"/>

</bean>

<!-- Bean for Student 2 -->

<bean id="student2" class="com.example.student.Student">

<property name="name" value="Bob Smith"/>

<property name="rollno" value="102"/>

<property name="email" value=["bob@example.com](mailto:bob@example.com)"/>

</bean>

</beans>

Main Class:- package com.example.student;

import org.springframework.context.ApplicationContext;

import org.springframework.context.support.ClassPathXmlApplicationContext; public class MainApp {

public static void main(String[] args) { ApplicationContext context = new

ClassPathXmlApplicationContext("applicationContext.xml");

Student student1 = (Student) context.getBean("student1"); Student student2 = (Student) context.getBean("student2");

// Display using method student1.display(); student2.display();

// Or direct access System.out.println("Access via Getters:");

System.out.println(student1.getName() + " | " + student1.getRollno() + " | " + student1.getEmail());

System.out.println(student2.getName() + " | " + student2.getRollno() + " | " + student2.getEmail());

}

![](data:image/png;base64,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)}

## **Q2. Create a Sim interface with two abstract methods: calling() and data(). Then implement this interface in two classes: Airtel and Voda. Each class should provide specific implementations of the calling() and data() methods, printing appropriate messages. Configure two beans (sim1, sim2) in a Spring configuration file (applicationContext.xml) corresponding to the Voda and Airtel classes. Write a Mobile class with a main() method to load the Spring application context, retrieve both Sim beans from the container, and invoke the calling() and data() methods on each. Demonstrate loose coupling by depending on the Sim interface rather than the concrete classes. Note: Use proper package structure, naming conventions, and demonstrate interfacebased bean injection with Spring.**

Code with Output:

package com.example.sim;

public interface Sim { void calling();

void data();

}

package com.example.sim;

public class Airtel implements Sim { @Override

public void calling() {

System.out.println("Calling using Airtel network...");

}

@Override

public void data() {

System.out.println("Browsing data using Airtel network...");

}

} package com.example.sim;

public class Voda implements Sim { @Override

public void calling() {

System.out.println("Calling using Voda network...");

}

@Override

public void data() {

System.out.println("Browsing data using Voda network...");

}

} package com.example.sim;

import org.springframework.context.ApplicationContext;

import org.springframework.context.support.ClassPathXmlApplicationContext;

public class Mobile {

public static void main(String[] args) { ApplicationContext context = new

ClassPathXmlApplicationContext("applicationContext.xml");

Sim sim1 = (Sim) context.getBean("sim1"); Sim sim2 = (Sim) context.getBean("sim2");

System.out.println("=== Sim 1 Actions ==="); sim1.calling();

sim1.data();

System.out.println("\n=== Sim 2 Actions ==="); sim2.calling();

sim2.data();

}

} <?xml version="1.0" encoding="UTF-8"?>

<beans xmln[s="http://www.springframework.org/schema/beans"](http://www.springframework.org/schema/beans) xmlns:xs[i="http://www.w3.org/2001/XMLSchema-instance"](http://www.w3.org/2001/XMLSchema-instance) xsi:schemaLocat[ion="http://www.springframework.org/schema/beans](http://www.springframework.org/schema/beans)

<http://www.springframework.org/schema/beans/spring->

beans.xsd">

<!-- Sim beans -->

<bean id="sim1" class="com.example.sim.Airtel"/>

<bean id="sim2" class="com.example.sim.Voda"/>
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## **Q3. Create a Vehicle interface with start() and stop() methods. Implement this interface in two classes: Car and Bike. Each class should have private fields for name and id, along with appropriate getters and setters. The start() and stop() methods should print messages including the name and id. Configure the Car and Bike beans in a Spring configuration file (.xml). Assign appropriate values to the name and id properties for each bean. Write a Transport class with a main method that loads the Spring application context from the configuration file. Retrieve and use the Vehicle beans to call the start() and stop() methods. Note: Write a Spring Framework program with proper naming conventions.**

Code with Output:

package com.example.vehicle;

public interface Vehicle { void start();

void stop();

}

package com.example.vehicle;

public class Car implements Vehicle { private String name;

private int id;

// Getters and setters public String getName() {

return name;

}

public void setName(String name) { this.name = name;

}

public int getId() { return id;

}

public void setId(int id) { this.id = id;

}

@Override

public void start() {

System.out.println("Car " + name + " (ID: " + id + ") is starting.");

}

@Override

public void stop() {

System.out.println("Car " + name + " (ID: " + id + ") has stopped.");

}

}

package com.example.vehicle;

public class Bike implements Vehicle { private String name;

private int id;

// Getters and setters public String getName() {

return name;

}

public void setName(String name) { this.name = name;

}

public int getId() { return id;

}

public void setId(int id) { this.id = id;

}

@Override

public void start() {

System.out.println("Bike " + name + " (ID: " + id + ") is starting.");

}

@Override

public void stop() {

System.out.println("Bike " + name + " (ID: " + id + ") has stopped.");

}

} package com.example.vehicle;

import org.springframework.context.ApplicationContext;

import org.springframework.context.support.ClassPathXmlApplicationContext;

public class Transport {

public static void main(String[] args) { ApplicationContext context = new

ClassPathXmlApplicationContext("applicationContext.xml");

Vehicle car = (Vehicle) context.getBean("car"); Vehicle bike = (Vehicle) context.getBean("bike");

System.out.println("=== Car ==="); car.start();

car.stop();

System.out.println("\n=== Bike ==="); bike.start();

bike.stop();

}

}

<?xml version="1.0" encoding="UTF-8"?>

<beans xmlns="[http://www.springframework.org/schema/beans"](http://www.springframework.org/schema/beans) xmlns:xs[i="http://www.w3.org/2001/XMLSchema-instance"](http://www.w3.org/2001/XMLSchema-instance) xsi:schemaLocat[ion="http://www.springframework.org/schema/beans](http://www.springframework.org/schema/beans)

<http://www.springframework.org/schema/beans/spring->

beans.xsd">

<bean id="car" class="com.example.vehicle.Car">

<property name="name" value="Tesla Model 3"/>

<property name="id" value="101"/>

</bean>

<bean id="bike" class="com.example.vehicle.Bike">

<property name="name" value="Yamaha MT-15"/>

<property name="id" value="202"/>

</bean>
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**Q4. Create a User class with name and email fields, along with appropriate getters and setters. Develop a UserController class that handles GET requests for displaying a user form and POST requests to process the form data and display the entered details on a new page. Create two JSP views: user-form.jsp for the input form and userdetails.jsp for displaying the entered details. Configure the dispatcher-servlet.xml to enable Spring MVC, map the controller to the /user URL, and set up the view resolver. Use a web.xml file to configure the Spring DispatcherServlet. Add necessary dependencies in pom.xml for Spring MVC. Write the Spring MVC program with proper naming conventions and include the full set of files for Java classes, Spring configuration, JSP views, and dependencies.**

Code with Output:

package com.example.user;

public class User { private String name; private String email;

// Getters and setters public String getName() {

return name;

}

public void setName(String name) { this.name = name;

}

public String getEmail() { return email;

}

public void setEmail(String email) { this.email = email;

}

}

package com.example.user;

import org.springframework.stereotype.Controller; import org.springframework.ui.Model;

import org.springframework.web.bind.annotation.\*;

@Controller @RequestMapping("/user")

public class UserController {

@GetMapping

public String showForm(Model model) { model.addAttribute("user", new User()); return "user-form";

}

@PostMapping

public String submitForm(@ModelAttribute("user") User user) { return "user-details";

}

}

<%@ taglib uri=["http://www.springframework.org/tags/form"](http://www.springframework.org/tags/form) prefix="form" %>

<html>

<head><title>User Form</title></head>

<body>

<h2>Enter User Details</h2>

<form:form method="POST" modelAttribute="user"> Name: <form:input path="name" /><br/><br/> Email: <form:input path="email" /><br/><br/>

<input type="submit" value="Submit" />

</form:form>

</body>

</html>

<%@ page contentType="text/html;charset=UTF-8" %>

<%@ taglib uri=["http://www.springframework.org/tags"](http://www.springframework.org/tags) prefix="spring" %>

<html>

<head><title>User Details</title></head>

<body>

<h2>User Submitted Details</h2>

<p><strong>Name:</strong> ${user.name}</p>

<p><strong>Email:</strong> ${user.email}</p>

</body>

</html>

<?xml version="1.0" encoding="UTF-8"?>

<beans xmln[s="http://www.springframework.org/schema/beans"](http://www.springframework.org/schema/beans) xmlns:mvc="<http://www.springframework.org/schema/mvc>" xmlns:xs[i="http://www.w3.org/2001/XMLSchema-instance"](http://www.w3.org/2001/XMLSchema-instance) xsi:schemaLocat[ion="http://www.springframework.org/schema/beans](http://www.springframework.org/schema/beans)

<http://www.springframework.org/schema/beans/spring-beans.xsd> <http://www.springframework.org/schema/mvc> <http://www.springframework.org/schema/mvc/spring-mvc.xsd>">

<mvc:annotation-driven/>

<!-- View Resolver -->

<bean class="org.springframework.web.servlet.view.InternalResourceViewResolver">

<property name="prefix" value="/WEB-INF/jsp/"/>

<property name="suffix" value=".jsp"/>

</bean>

<!-- Component Scan -->

<context:component-scan base-package="com.example.user"/>

</beans>

<web-app xmlns="<http://jakarta.ee/xml/ns/jakartaee>" xmlns:xs[i="http://www.w3.org/2001/XMLSchema-instance"](http://www.w3.org/2001/XMLSchema-instance) xsi:schemaLocat[ion="http://jakarta.ee/xml/ns/jakartaee](http://jakarta.ee/xml/ns/jakartaee)

<http://jakarta.ee/xml/ns/jakartaee/web-app_5_0.xsd>" version="5.0">

<display-name>User Form App</display-name>

<servlet>

<servlet-name>dispatcher</servlet-name>

<servlet-class>org.springframework.web.servlet.DispatcherServlet</servlet- class>

<load-on-startup>1</load-on-startup>

</servlet>

<servlet-mapping>

<servlet-name>dispatcher</servlet-name>

<url-pattern>/</url-pattern>

</servlet-mapping>

</web-app>

Enter User Details

Name: [ ]

Email: [ ] [Submit]

![](data:image/png;base64,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)

# Q5. Create a simple Spring Boot web application that allows users to submit and display employee details using an HTML form. The application should define an Employee class with fields such as empid, name, age, and salary. Develop a controller that serves an HTML form at the root URL / for user input. Upon form submission, the data should be captured via a POST request and stored in an in-memory list. The application should then display the list of all submitted employees below the form on the same page. All employee data should be stored in memory. The goal is to demonstrate

**basic form handling, in-memory data storage, and web page rendering using Spring Boot.**

Code with Output:

<project xmlns="<http://maven.apache.org/POM/4.0.0>" xmlns:xs[i="http://www.w3.org/2001/XMLSchema-instance"](http://www.w3.org/2001/XMLSchema-instance) xsi:schemaLocat[ion="http://maven.apache.org/POM/4.0.0](http://maven.apache.org/POM/4.0.0)

<http://maven.apache.org/xsd/maven-4.0.0.xsd>">

<modelVersion>4.0.0</modelVersion>

<groupId>com.example</groupId>

<artifactId>employee-app</artifactId>

<version>1.0</version>

<packaging>jar</packaging>

<dependencies>

<dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-thymeleaf</artifactId>

</dependency>

<dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-web</artifactId>

</dependency>

</dependencies>

<build>

<plugins>

<plugin>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-maven-plugin</artifactId>

</plugin>

</plugins>

</build>

</project>

package com.example.employeeapp.model;

public class Employee { private int empid; private String name; private int age; private double salary;

// Getters and setters

public int getEmpid() { return empid; }

public void setEmpid(int empid) { this.empid = empid; }

public String getName() { return name; }

public void setName(String name) { this.name = name; } public int getAge() { return age; }

public void setAge(int age) { this.age = age; }

public double getSalary() { return salary; }

public void setSalary(double salary) { this.salary = salary; }

}

package com.example.employeeapp.controller;

import com.example.employeeapp.model.Employee; import org.springframework.stereotype.Controller; import org.springframework.ui.Model;

import org.springframework.web.bind.annotation.\*;

import java.util.ArrayList; import java.util.List;

@Controller

public class EmployeeController {

private List<Employee> employeeList = new ArrayList<>(); @GetMapping("/")

public String showForm(Model model) { model.addAttribute("employee", new Employee()); model.addAttribute("employees", employeeList); return "employee-form";

}

@PostMapping("/add")

public String submitForm(@ModelAttribute Employee employee, Model model) { employeeList.add(employee);

model.addAttribute("employee", new Employee()); model.addAttribute("employees", employeeList); return "employee-form";

}

} <!DOCTYPE html>

<html xmlns:th="[http://www.thymeleaf.org">](http://www.thymeleaf.org/)

<head>

<title>Employee Form</title>

</head>

<body>

<h2>Enter Employee Details</h2>

<form th:action="@{/add}" th:object="${employee}" method="post"> Emp ID: <input type="text" th:field="\*{empid}" /><br/><br/> Name: <input type="text" th:field="\*{name}" /><br/><br/>

Age: <input type="text" th:field="\*{age}" /><br/><br/> Salary: <input type="text" th:field="\*{salary}" /><br/><br/>

<button type="submit">Submit</button>

</form>

<h2>Employee List</h2>

<table border="1">

<tr>

<th>Emp ID</th>

<th>Name</th>

<th>Age</th>

<th>Salary</th>

</tr>

<tr th:each="emp : ${employees}">

<td th:text="${emp.empid}"></td>

<td th:text="${emp.name}"></td>

<td th:text="${emp.age}"></td>

<td th:text="${emp.salary}"></td>

</tr>

</table>

</body>

</html> package com.example.employeeapp;

import org.springframework.boot.SpringApplication;

import org.springframework.boot.autoconfigure.SpringBootApplication;

@SpringBootApplication

public class EmployeeAppApplication { public static void main(String[] args) {

SpringApplication.run(EmployeeAppApplication.class, args);

}

}

Output:-

Enter Employee Details

|  |  |
| --- | --- |
| Emp ID: | [1001] |
| Name: | [Alice] |
| Age: | [28] |
| Salary:  {Submit} | [55000] |
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|  |  |
| --- | --- |
| Emp ID: | [1002] |
| Name: | [Bob] |
| Age: | [35] |
| Salary:  {Submit} | [67000] |